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Abstract. Mobile application (app) developers are often ill-equipped
to understand the privacy implications of their products and services,
especially with the common practice of using third-party libraries to
provide critical functionality. To add to the complexity, most mobile
applications interact with the “cloud”—mnot only the platform provider’s
ecosystem (such as Apple or Google) but also with third-party servers (as
a consequence of library use). This presents a hazy view of the privacy
impact for a particular app. Therefore, we take a significant step to address
this challenge and propose a testbed with the ability to systematically
evaluate and understand the privacy behavior of client server applications
in a network environment across a large number of hosts. We reflect on
our experiences of successfully deploying two mass market applications
on the initial versions of our proposed testbed. Standardization across
cloud implementations and exposed end points of closed source binaries
are key for transparent evaluation of privacy features.

Keywords: privacy-enhancing technologies - testbed - usable privacy -
privacy professionals.

1 Introduction

For developers privacy is often not the explicit goal [5]. The benefits of making
use of fine-grained personal information are immediate, but the consequences of
this insecure behavior is delayed and difficult to comprehend [3]. Furthermore,
the software collecting and processing personal information encapsulates complex
mathematics, tools, and a diverse understanding of privacy. Moreso when Privacy
Enhancing Technologies (PETSs) are integrated into apps as a mitigation against
unwanted data leaks.

Solove et al. argue that privacy is far too complex to be left in the hands
of average consumers (including developers); the solution lies in regulating the
infrastructure that collects, stores, and transfers information [21]. However, it
is currently not possible to gain insights into these infrastructures due to an
absence of a mechanism to ascertain the flow of information in practice. This
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absence impedes developers, regulators, and users to verify the claims made by
applications about their data practices and the PETs they employ.

In this paper, we address this gap by proposing a privacy testbed. We sketch
use-cases, discuss design considerations, and reflect on the initial implementations
of our proposed automated testbed to verify the privacy features/claims of
mass market client server applications that use PETs. This forms the basis of the
testbed proposed by the National Research Centre on Privacy, Harm Reduction
and Adversarial Influence Online (REPHRAIN) announced by UK Research and
Innovation in October 2020. While testbeds have been proposed in other settings,
e.g., security of control systems and IoT [11, 18, 14], to our knowledge, this paper
is the first to propose a privacy testbed.

2 Use Cases

Our proposed testbed can assist software developers, system administrators, and
privacy professionals, to run large scale analysis without the need to deploy
any infrastructure or have access to several (potentially costly) target devices.
They will be able to instantiate multiple virtual devices with various versions
of operating systems to facilitate executing privacy-related analyses. Regulators
can use our testbed as well for certification and verification purposes. We outline
three sample use cases for exposition.

2.1 Contact Tracing Applications

A developer of a contact tracing app uses the Google Apple exposure notification
(GAEN) framework [13]. The application uses exposure notification framework to
detect individuals who might be exposed to other individuals with a virus. The
cryptographic operations are handled by GAEN. The app developers are required
to use the EzposureNotificationClient class to implement functions allowing users
to start/stop tracing, handle exposure related notifications, medical information
and receive broadcasts. There is a ephemeral key which is generated at regular
intervals and upon infection the history of the keys over a fixed period of time
are sent to the authorities for alerting potential contacts within that period.
Applications should not reveal any personal sensitive information either during the
exchange, broadcasts or while data is at rest. Recent research suggests the security
and privacy of contact tracing applications are fraught with imperfections [23].

Our testbed would allow the users to run multiple tests on both the server
and the client side using multiple virtual instances. For example, at the client
side potential concerns like can a user de-anonymize infected contacts or other
contacts using the app? can be tested using our testbed. The enormity and scale
of server side data can be independently explained to regulators, developers
and/or end users. Furthermore the data can be interfaced with privacy evaluation
frameworks like (Privacy by Design [16] and LINDDUN [9]) to preempt a repeat
of CARE data scandals [19]. The ability to refute through practical manifestations
of the threat will lead to effective and privacy enhancing application development.
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This would be useful in authentication situations (e.g., Kerberos deployments)
where privacy is not a requirement but the remote entity is untrustworthy.

2.2 Privacy Preserving Peer to Peer (P2P) File Sharing Systems

Participants in P2P systems also run the infrastructure [24] and rely on the
honesty and competence of other participants. One way to disrupt the system
is to infiltrate the membership of the network through favored pawns and gain
control [4]. Wang et al. describe possible horizontal and vertical attacks to
put enough traffic in the hands of the attacker to identify participants in the
network [22]. Some solutions suggest the presence of a strong central authority
to prevent hostile takeover of the network [10], which leads to a single point of
failure. The threat of partitioning by malicious participants generally applies to
cryptographic ways of stamping digital documents [15], decentralized property [8],
and programmable replicated state machines based upon the Byzantine General’s
problem [17].

Our testbed can replicate large number of independent instances through
virtualization. This gives the ability to deploy a large number varied independent
instances with similar diversity of real world infrastructure. Attacks can then be
simulated by turning a subset of the virtual machines malicious. These simulations
would enable systems to observe attacks as they happen and depending on the
specific attack scenario, the testbed can measure the impact on application
performance whilst under attack, measure if a subset of compromised nodes can
deanoymize users, and other security, privacy, and performance metrics.

2.3 Privacy Preserving Browsers using Privacy Preserving
Networks

The Tor browser, Brave and other Onion browsers use the Tor anonymity
network [1] to prevent traceability of communicating parties. They are available
for both the Android and iOS platforms. For i{OS devices the browsers use the
WebKit framework, which can override some anonymity features, leaving 10S
users potentially vulnerable. The DuckDuckGo browser promises privacy yet they
also have a search engine, which may lead to privacy leaks.

The testbed we propose in this paper can be used to do a comparative study
of the browsers on anonymous networks. For example the leakages that might or
might not happen due to compulsive use of WebKit framework. The economic
incentives of DuckDuckGo browser against their claims of privacy and how that
translates in the network traffic can be tested using our testbed. Our ability to
deploy multiple hosts and instances can enable tests to be carried out on the
effectiveness of Tor against push notifications.

3 Design

The testbed stems from the acknowledgment of the power yet the limit of
theoretical models [12]. The requirements of the testbed are captured in Figure 1:
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Fig. 1: High-level design of the testbed

Deployment. The testbed needs to support the easy deployment of potentially
thousands of hosts and services (i.e. the back-end) as well as individual hosts
representing users. As well as deploying simple virtual machines, the ability to
deploy more modern types of host, such as emulated smartphone environments, is
also required. The testbed should provide the functionality to configure machines
automatically, including setting machine properties such as hostnames, installing
applications to be tested and configuring individual application deployment
specific variables such as usernames.

Networking. A realistic virtual network should be deployed for virtual hosts.
Complex topologies resembling a real-world deployment can thus be produced.
In a real-world setting there may be hundreds of routers and switches involved in
the routing of traffic. Each of these, if compromised, becomes a potential point
for information leakage to occur and so emulating this environment can provide
richer analysis. To support greater flexibility and finer control over the network,
software-defined networking is used which allows for the easy deployment of
network applications.

Orchestration. Users should be able to automate application functions in order
to test at scale without manual intervention. For example, for the contact tracing
use cases, users should be able to simulate the broadcast and receive functions
required by the application, as well as simulate the interaction between the virtual
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hosts. This will be done for diverse platforms as well as for diverse users. Our
testbed would include automated navigation within smartphone applications,
replaying of network traffic from previous captures or simulated users.

Data Logging. The purpose of the testbed is credible data collection. The diversity
of platforms and hosts would mean that the testbed is agnostic and should be
able to support data capture from these devices and platforms. The obvious
data type to capture is network traffic. As an example, when testing a contact
tracing application a tester should be able to send an infection report and the
packets containing that report should be captured. As well as network traffic,
this can also include live memory captures from virtual hosts and automated
screen captures of administrator and user screens.

Automated Analysis. Whilst some users of the testbed will want to perform
manual analysis of data captured, for a developer not familiar with privacy
analysis frameworks, the testbed should be able to automatically apply such
frameworks. For example, by interfacing the data logs with the LINDDUN
framework a user will be able to understand the privacy implications resulting
out of the trust relationship on the remote entity. The framework includes hard
and soft privacy properties like unlinkability, undetectability, plausible deniability
and user content awareness respectively [9].

4 Prototype Implementation

In order to demonstrate the intended operation of the testbed, we have imple-
mented a prototype. The prototype consists primarily of a command line utility
called kvm-compose, written in Rust and modeled after the docker-compose
utility used to manage Docker containers. The kvm-compose utility reads a con-
figuration YAML file which specifies which virtual machines should be launched,
as well as the network topology to be deployed. Once the configuration file is
written, then the testbed can be brought up using a simple kvm-compose up
command, and shut down using kvm-compose down. The utility also allows the
user to bring up or tear down specific virtual machines without affecting the rest
of the testbed environment.

Listing 1.1: Example machine confguration

— name: examplel # VM Name
memory.-mb: 4096 # Optional: default 512MiB
cpus: 4 # Optional: default 1
disk : # Two variants: cloud_image
cloud_image : or existing_disk
name: ubuntu_18_04
expand-gigabytes: 25 # Optional
interfaces : # Connected network interfaces
— bridge: br0 #
run-script: ./script.sh # Optional: path to a script
context: ./ file.txt # Optional: path to a file or folder
environment : # Dictionary of arbitary environment variables
key: value # Use /etc/nocloud/env.sh xkeyx to query

Assuming that the disk image supports cloud-init at first boot the following will
happen:
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The machine name (with project prefix) is used as the hostname.

The SSH public key is injected into the instance.

— File(s) specified in context are copied into the /etc/nocloud/context
directory.

The run_script is executed, with its output log saved into /etc/nocloud/.

Virtualization. Virtualization is provided by Kernel-based Virtual Machine
(KVM), which is a kernel module for the Linux operating system that allows it
to function as a hypervisor. In order to assist in automated machine deployment,
cloud-init [7] is used, which allows virtual machines to receive a list of data
sources (such as URLs or files) with machine deployment information (such as
locale, hostname and SSH keys) to be used for that instance.

Networking. Networking is provided using OpenVSwitch (OVS) virtual switches.
OVS is used due to its support of software-defined networking (SDN), which
allows fine-grained control over the network. The Floodlight SDN controller is
used to provide control.

Network Capture. When a test environment has been built (using the kvm-compose
up command), network traffic can then be collected using the ovs-tcpdump utility
of OVS [2]. This creates a temporary mirror port on the specified bridge, with
traffic from specified ports being mirrored.

5 Reflection and Evaluation with Example Deployments

We used a messaging application Signal and a contact tracing application De-
centralized Privacy-Preserving Proximity Tracing (DP3T) [6] to test the design
considerations of our testbed. The DP3T project provides an SDK (Software
Development Kit) for both Android and Apple iOS which is used to communicate
with the backend server. It is this library which is used in the official implementa-
tions such as SwissCovid. Signal is a messaging service built using its own custom
end-to-end encryption protocol (the Signal Protocol), available for a number of
platforms on mobile and desktop, designed with a focus on privacy [20].

We have been able to successfully deploy instances of DP3T and Signal where
the virtual machines communicated with external networks to download their
dependencies. The SDN controller can be attached to multiple bridges and used
to deploy more complex networks. Our testbed successfully captured network
traffic from the example projects. A potential improvement could be to integrate
the packet capture commands as part of the kvm-compose utility to produce a
more streamlined experience for the user.

The DP3T example demonstrates the use of multiple hosts namely a desktop
computer and a mobile phone (Anboz and Android Emulator). These implemen-
tations do not support Bluetooth and that can be a limitation for closed binaries
(without exposed end-points) where inputs cannot be simulated. However, in our
DPST tests, this has not been an impediment as we could simulate inputs. The
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UK’s NHS COVID-19 contact tracing app implementation is highly coupled to
Amazon Web Services (AWS), and as such it is difficult to run within the testbed.
Cloud-native applications do need standardization for transparent evaluation.
The kvm-compose used with cloud-init utility makes the testbed easy to
deploy and replicate such as the servers for the DP3T and Signal examples. The
level of automation for mobile apps requires further work. While in the DP3T
example the emulators are installed automatically, it still requires the app to
be launched and driven by a user using a window manager. Furthermore, the
progress and status (success or failure) during the virtual machine run_script
phase are not easily accessible, which also impedes extensive automation.

6 Conclusion

The testbed is relevant for developers of systems used by traditional as well
as modern hosts in the modern digital economy based on capturing, utilizing
and monetizing large-scale information flows. We address at the heart of the
information asymmetry that has been characteristic to this eco-system. An entity
producing the technologies has more information than the user; the user has no
way to verify the claims made by the producer. Our work is a stepping stone
towards empowering developers and users.
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